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**Objective**

To design and simulate a digital Finite Impulse Response (FIR) filter using Verilog HDL. The filter will take discrete-time input samples and compute the output using predefined coefficients.

**Tools Used**

- Language: Verilog HDL

- Simulator: ISim / Icarus Verilog

- Waveform Viewer: GTKWave / ISim

**FIR Filter Concept**

The FIR filter output is calculated as a weighted sum of current and past input samples:

y[n] = h0\*x[n] + h1\*x[n-1] + h2\*x[n-2] + h3\*x[n-3]

Where h0 to h3 are coefficients, and x[n] to x[n-3] are input samples.

**Verilog Code (with Comments)**

module fir\_filter (

input clk, // Clock signal

input rst, // Reset signal

input [7:0] x\_in, // 8-bit input sample

output reg [15:0] y\_out // 16-bit output result

);

// Coefficients for 4-tap FIR filter (modifiable)

parameter h0 = 1;

parameter h1 = 2;

parameter h2 = 3;

parameter h3 = 4;

// Shift register to store past input samples

reg [7:0] x\_reg0, x\_reg1, x\_reg2, x\_reg3;

always @(posedge clk or posedge rst) begin

if (rst) begin

// Clear all registers on reset

x\_reg0 <= 0; x\_reg1 <= 0; x\_reg2 <= 0; x\_reg3 <= 0;

y\_out <= 0;

end else begin

// Shift the previous inputs

x\_reg3 <= x\_reg2;

x\_reg2 <= x\_reg1;

x\_reg1 <= x\_reg0;

x\_reg0 <= x\_in;

// Compute FIR output using multiply-accumulate

y\_out <= h0\*x\_reg0 + h1\*x\_reg1 + h2\*x\_reg2 + h3\*x\_reg3;

end

end

endmodule

**Testbench Verilog Code (with Comments)**

module tb\_fir\_filter;

reg clk;

reg rst;

reg [7:0] x\_in;

wire [15:0] y\_out;

// Instantiate the FIR filter

fir\_filter uut (

.clk(clk),

.rst(rst),

.x\_in(x\_in),

.y\_out(y\_out)

);

// Clock generation (10ns period)

always #5 clk = ~clk;

initial begin

clk = 0; rst = 1; x\_in = 0;

#10 rst = 0;

// Apply input samples (can be modified)

x\_in = 8'd5; #10;

x\_in = 8'd10; #10;

x\_in = 8'd15; #10;

x\_in = 8'd20; #10;

x\_in = 8'd25; #10;

x\_in = 8'd30; #10;

x\_in = 8'd35; #10;

x\_in = 8'd0; #10;

#20 $finish;

end

endmodule

**Simulation Output (Expected)**

The FIR filter will generate output based on current and past 3 inputs using coefficients [1,2,3,4].

For example, if inputs are: 5, 10, 15, 20, then:

y = (1\*20) + (2\*15) + (3\*10) + (4\*5) = 20 + 30 + 30 + 20 = 100

This output is seen at the fourth clock cycle after initial inputs.

**Performance Analysis**

The designed FIR filter performs multiply-accumulate operations in one clock cycle using pipelined shift registers. It is suitable for low-power and low-latency signal processing applications. This design is scalable by increasing the number of taps or changing coefficients.

**Conclusion**

A 4-tap FIR filter was successfully implemented and simulated in Verilog. Simulation results confirm that the output matches the expected result based on the input sequence and filter coefficients.